A NOVEL RESEEDING MECHANISM FOR PSEUDO-RANDOM TESTING OF VLSI CIRCUITS
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ABSTRACT—During built-in self-test (BIST), the set of patterns generated by a pseudo-random pattern generator may not provide sufficiently high fault coverage and many patterns were undetected faults (useless patterns). In order to reduce the test time, we can remove useless patterns or change from them to useful patterns (fault dropping). In this paper, we reseed, modify the pseudo-random and use an additional bit counter to improve test length and achieve high fault coverage. The fact that a random test set contains useless patterns, so we present a technique, including both reseeding and bit modifying to remove useless patterns or change from them to useful patterns, and when the patterns change, we pick out number of different less bits, leading to very short test length. The technique we present is applicable for single-stuck-at faults. The seeds we use are deterministic so 100% faults coverage can be achieved.

I. INTRODUCTION

Modern design and package technologies make external testing increasingly difficult and the built-in self-test (BIST) has emerged as a promising solution to the VLSI testing problem. BIST is a design for testability methodology aimed at detecting faulty components in a system by incorporating test logic on-chip. The main components of a BIST scheme are the test pattern generator (TPG), the response compactor, and the signature analyzer. The test generator applies a sequence of patterns to the circuit under test (CUT), the responses are compacted into a signature by the response compactor, and the signature is compared to a fault-free reference value.

Many digital circuits contain random-pattern-resistant (r.p.r) faults that limit the coverage of pseudo-random testing [4]. The r.p.r faults are faults with low detectability (Few patterns detect them). Several techniques have been suggested for enhancing the fault coverage achieved with BIST. These techniques can be classified as: (1) Modifying the circuit under test (CUT) by test point insertion [4][13], or by redesigning the CUT [11][3], to improve the fault detection probabilities. (2) Weighted pseudo-random patterns, where the random patterns are biased using extra logic to increase the probability of detecting r.p.r fault [5]. (3) Mixed-mode testing where the circuit is tested in two phases. In the first phase, pseudo-random patterns are applied. In the second phase, deterministic patterns are applied to target the undetected faults [7][14].

This paper use an additional bit counter and modifying circuit in which deterministic test cubes are embedded in the pseudo-random sequence of bits. The modifying circuit is added at the serial output of the LFSR to modify the pseudo-random bit sequence so that the useful patterns will be obtained. This is accomplished by "inversion" certain bits in the sequence. The additional bit counter is used to control CUT. When the bit counter reaches zero, it means that the test pattern is loaded into the scan chains. A procedure is described for designing the modifying-bit sequence generator and using an additional bit counter in a way that decrease test length and area overhead with obtain high fault coverage. Our approach was due to addition modifying circuit and additional bit counter. It guarantees that certain test cube will be applied to the circuit-under-test during a specified test length. Figure 1 shows the global operations.

Figure 1 shows the block diagram for generation of useful patterns. In the proposed scheme of this paper, we just use a little storage for additional bit counter, and that use fewer number of test length and seed can achieve desire high fault coverage. The paper is organized as follows. Section 2
introduces the related literature. Section 3 describes the modifying-bit architecture, additional bit counter and the procedure for obtaining useful patterns which use fewer number of test length. Section 4 shows the simulation results and Section 5 concludes the paper.

II. RELATED WORK

In serial BIST, deterministic patterns are applied after a random testing to reduce number of the pattern. The deterministic pattern are loaded into the LFSR and then expended into the desire patterns in the scan chain.

The [10] presented a reseeding-based technique that improves the encoding efficiency by using variable-length seeds together with a multiple polynomial LFSR. The technique reuses part of the scan chain flip-flop in expanding the seeds.

In [12], their technique, random patterns that don’t detect r.p.r faults are mapped to ATPG generated cubes through combinational logic. The mapping is performed in two phases, the pseudo-random patterns are identified in the first step, and the ATPG cubes are loaded in the second step. Several iterative minimization heuristics are applied to reduce the area overhead of the mapping logic.

In [1], they loaded new seed by putting the LFSR in the state that precedes the seed value, so that at the next clock pulse, the new seed is in the LFSR, and their technique is based on deterministic seeds which expand into ATPG patterns so 100% fault coverage can be achieved. The algorithm they present is based on the following strategies: (1) generate ATPG patterns for faults that were not detected with pseudo-random patterns and calculate seeds for these patterns, (2) when a seed is loaded into the LFSR, let the LFSR run in autonomous mode for sometime because there is a chance that some of the ATPG patterns will drop more faults so that some of the ATPG patterns are not needed, (3) as long as pseudo-random patterns don’t detect faults, the LFSR should be loaded with a new pattern.

The above schemes use seeds that don’t particularly target undetected faults, so the test length would be increased. Our technique is based on deterministic seeds which expand into ATPG patterns so high fault coverage can be achieved and reduced the test length.

A. Built-In Reseeding

In [1], Reseeding refers to loading the LFSR with a seed that expands into a pre computed test pattern. The operation of the reseeding circuit is as follows: the LFSR starts running in autonomous mode for sometime according to the reseeding algorithm. Once it is time for reseeding, a seed is loaded into the LFSR, which then goes back to the autonomous mode and so on and so forth until the desired coverage is achieved. The new seed is in the LFSR. Their technique use muxed flip-flops as shown in Figure 2(b). By activating the select line of a given mux, the logic value in the corresponding LFSR stage is inverted.

Figure 2: (a) A standard 4-stage LFSR, (b) 4-stage LFSR with reseeding circuit, (c) 4-stage LFSR with modifying circuit.

III. OUR EMBEDDING ALGORITHM

A. Additional Bit counter

In the common logic BIST architecture, if we want to disable the Scan Enable signal for capturing, we can use a bit counter. Generally speaking, the bit counter loaded with the value that corresponds to the length of the scan chain for every pattern. The bit counter is decremented by 1 at each clock cycle. When the bit counter counts to zero, it means that the test pattern is loaded into the scan chains, so Scan Enable signal is disabled for one clock cycle, and we can capture.

In the PRPG, if we want to reach the desired seed. We need to load the bit counter register with different values corresponding to the number of cycles before the next capture. The value corresponds to the length of the scan chains plus the distance of the two useful patterns in the LFSR sequence.

As an example in Figure 3, assume that the patterns 1000 and 1110 are useful and the first useful pattern is in the LFSR, so we load the bit counter register with 6. After 4 clock cycles, the first pattern are loaded into the scan chain, and at clock cycle 6 (the length of the scan chains plus the distance of the two useful patterns), the second pattern are loaded into scan chain as shown in Figure 3(a). For another example as shown in Figure 3(b), assume that the ATPG tools generates the following two patterns: (X1XX1XX0, X10XXXX1XX). We can generate two seeds (1000, 1110) for the two patterns [2], so we load the bit counter register with 12. Assume the starting state of LFSR is 1000. After 10 clock cycles, the first pattern are loaded into the scan chain, and at clock cycle 12, the second pattern are loaded into scan, so the test length can be reduced (as long as the distance of the two useful patterns less than the length of the scan chain).
B. Modifying-Bit Architecture

The ATPG generate test cubes are embedded in a way that guarantees that faults are detected after the test cubes are embedded. This is performed by modified patterns that don’t drop any faults. As long as the patterns can be reduced to faults, then we would not modify the pattern. High fault coverage can be obtained by changing some bit of undetected patterns.

In the architecture, a bit counter is used to choose when to change the bit value of the useless patterns (the different bits values the correlation between useless pattern and test cube). Our technique is based on modifying some bits on useless patterns of pseudorandom mode so that can shorten the test length; and further, it is decrease number of seeds. The Modify Bit Logic is shown in Figure 4. We use n-input AND gates where n is equal to the number of bits in the bit counter, and the max number of bit counter depend on length of the test cube. We pay the price in hardware overhead. If the total amount of modify bits is k, we just need k Modify Bit Logic.

C. The Proposed Embedding Algorithm

In this paper, we present is based on the following steps:

Step 1: ATPG tool is used to generate the test cubes and find the position (clock cycle) of the test cube run in pseudorandom mode.

Step 2: We must consider the waste of cycle (position of useless patterns) between the useful patterns at run pseudorandom mode. That is because position of useless patterns will be overwritten by test cube (change some bits). As long as pseudorandom patterns don’t drop faults, the seed loaded into the LFSR that could be skipping some useful patterns, and therefore must be regenerate those patterns.

Step 3: If the distance of the two useful patterns is less than the length of the scan chain, we can use an additional bit counter to reduce the test length.

Step 4: The useless patterns of LFSR run in autonomous mode as compare with ATPG test cubes, and count number of different bits position and pick out number of different less bit from all test cubes by using C language in order to minimize hardware overhead.

Step 5: In Step 4, we can find the pattern that need to be changed, so we start to modify the position of the different bits at pseudorandom sequence of bits that is shifted into the scan chain.

Step 6: Lastly, if all ATPG test cubes whole appeared on pseudorandom mode, it means that all test cubes are embedded. Otherwise, loops back to step 4.

Figure 6 shows where the reseeding, modifying circuit and an additional bit counter fit in a system level view of a circuit with an LBIST controller. The pattern counter is used to count the patterns, bit counter is used to count the bits of
pattern applied to the circuit under test and the additional bit counter is used to be loaded with different values corresponding to the number of cycles before the next capture. Complete details about the architecture for built-in reseeding are given in [1].

In a BIST environment, where the LFSR is known in advance and the initial seed and test length by ATPG tool generation test cubes, the reseeding and modifying circuit may take its inputs from the pattern counter instead of the LFSR contents. The modifying circuit requires counting for certain bits of change in the sequence so modifying circuit may take its inputs from the bit counter.

IV. SIMULATION RESULT

In this section we present the results of some simulation experiments. We performed our experiments on some of the ISCAS 89 benchmarks. The characteristics of the benchmarks we used are shown in Table 1. The table shows the number of primary input, number of faults, total amount of modify bits and flip-flop in the scan chain. The BC column lists the sizes of the bit counters and the ABC column lists the sizes of the additional bit counter. The number of changing bits determines the area of the modifying circuit. In our technique, deterministic test cubes were generated using the ATPG tool of the SIS.

A. Comparison with previous work

We performed some simulation experiments to compare our technique with [6]. The reseeding with modifying-bit generators and additional bit counter were designed to provide 100% fault coverage of all detectable single stuck-at faults for a test length of fewer patterns.

Table 1 shows the test length, fault coverage and number of seed when our technique is used. The number of seed decrease ranged from 26.7% to 57.1%.

<table>
<thead>
<tr>
<th>circuit</th>
<th>Test Length</th>
<th>No. of seed</th>
<th>BC</th>
<th>ABC</th>
<th>amount of modify bits</th>
</tr>
</thead>
<tbody>
<tr>
<td>0408_89</td>
<td>1000</td>
<td>632</td>
<td>10</td>
<td>10</td>
<td>50</td>
</tr>
<tr>
<td>n841</td>
<td>1000</td>
<td>1656</td>
<td>15</td>
<td>15</td>
<td>26.7</td>
</tr>
<tr>
<td>2838_89</td>
<td>1000</td>
<td>3412</td>
<td>65</td>
<td>65</td>
<td>31.6</td>
</tr>
<tr>
<td>n894</td>
<td>1000</td>
<td>712</td>
<td>14</td>
<td>14</td>
<td>37.1</td>
</tr>
<tr>
<td>9934</td>
<td>1000</td>
<td>16256</td>
<td>415</td>
<td>415</td>
<td>36.6</td>
</tr>
</tbody>
</table>

Table 2: Comparison of our technique and [6]

V. CONCLUSION

We presented a scheme include built-in modifying-bit and additional bit counter. 100% fault coverage (single-stuck-at fault) can be achieved with our technique without any external testing. We pay the price in hardware overhead in order to decrease test length. Our scheme allows the designer to trade off between the number of seeds and the amount of modifying bit logic.
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